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ABSTRACT
Taxonomies are widely used to classify information, and multiple
(possibly competing) taxonomies often exist for the same domain.
Given a set of correspondences between two taxonomies, it is of-
ten necessary to “merge” the taxonomies, thereby creating a uni-
fied taxonomy (e.g., that can then be used by data integration and
discovery applications). We present an algorithm for merging tax-
onomies that have been related using articulations given as RCC-5
constraints. Two taxa N and M can be related using (disjunctions
of) the five base relations in RCC-5: N ≡ M; N ! M; N " M;
N ⊕ M (partial overlap of N and M); and N ! M (disjointness:
N ∩ M = ∅). RCC-5 is increasingly being adopted by scientists
to specify mappings between large species taxonomies. We discuss
the properties of the proposed merge algorithm and evaluate our
approach using real-world biological taxonomies.

Categories and Subject Descriptors
I.2.4 [Artificial Intelligence]: Knowledge Representation Formalisms
and Methods; D.2.12 [Software Engineering]: Interoperability;
H.4.m [Information Systems Applications]: Miscellaneous

General Terms
Algorithms

Keywords
Taxonomies, Merging, Automated Deduction (Reasoning)

1. INTRODUCTION
Classification hierarchies, i.e., taxonomies, are a widely used ap-

proach for organizing various types of information [2, 32, 23]. For
example, in scientific disciplines, taxonomies have been used for
centuries to classify living organisms, and more recently, to species
based on their evolutionary history [7], proteins [27], diseases [6],
and genes [12], among others. It is common for similar information
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to be represented by multiple differing taxonomies. The differences
may be due to disagreement among experts, changes in how a field
is conceptualized, or because of overlaps within different fields of
study. Thus, to effectively use multiple, overlapping taxonomies
(e.g., for data discovery or integration), it is crucial to be able to
both represent and reason over their similarities and differences.

In this paper, we focus on merging multiple taxonomies based
on a given alignment [18, 9, 10, 15], i.e., a set of articulations
specifying the relationships among concepts (classes, taxa) in dif-
ferent taxonomies. Our work is motivated by taxonomies arising
in biological applications, e.g., where large species or phylogenetic
taxonomies have been created and the mappings (i.e., articulations)
between them constructed by one or more domain experts [19]. Un-
like other approaches focussed on general ontology alignment and
merging [8, 26, 20, 22, 34], we assume that articulations are given
as RCC-5 algebra constraints [29], which are often used for ex-
pressing set-based topological relations and are increasingly used
to specify articulations among species taxonomies [16].

The primary contribution of this paper is an algorithm for merg-
ing taxonomies in which the result of the merge operation is a new,
unified taxonomy that maintains links to the original sources. Our
approach has the following main advantages.

RCC-Based Articulations. Unlike the articulation relationships
supported in most alignment systems [26, 22, 21], articulations
using RCC-based relationships mirror the articulations seen in bi-
ological taxonomic alignments [19, 11]. For example, unlike in
many ontology approaches, the RCC algebra supports representa-
tion of incomplete knowledge via explicit disjunctive relationships
between taxa (e.g., taxon A is either disjoint from, or included in
taxon B). In addition, complexity analyses of the RCC algebra have
provided results showing when polynomial time reasoning is pos-
sible using the RCC relationships [14].

Merge Results as Taxonomies. Because the result of a merge is
itself a taxonomy, it becomes possible to apply various taxonomic
operations to it. For example, from a merged taxonomy we can
determine if the merge result adheres to specific taxonomic con-
straints, if it is logically consistent, if it contains synonyms, if it
contains uncertainty that can be reduced, or if it contains redundant
articulations.

Links to Original Sources. Merged taxonomies that contain links
to source taxonomies may be used by applications such as data
aggregators that combine observations of species from many data
sources (occurrence counts, height and weight measurements, etc.)
– where each source may use a different “field guide” (species tax-
onomy). For example, using a merged taxonomy, it becomes possi-
ble to: determine if two data sets contain observations of the same
species even when the species are described using different tax-
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onomies; convert data sets into equivalent ones but with a different
taxonomy; and discover data sets via concepts drawn from familiar,
underlying taxonomies [8].

Simplified Taxonomic Views. A single merged taxonomy can also
help users trying to understand the effect of articulations between
source taxonomies. Although a large set of articulations might be
consistent, it still may be difficult to understand all implications
simply by considering pairwise combinations of taxa. Providing
a minimal “taxonomic” view of the product of the alignment can
help a user understand the impact of an alignment, and refine it as
necessary.

The rest of this paper is organized as follows. Section 2 pro-
vides a brief overview of the CT framework, upon which
our merge algorithm is based, and discusses related work, com-
paring our approach to those for general ontology-based alignment
and merging. Section 3 introduces features of a merge algorithm
that we see as important for systems utilizing biological taxonomy
alignments. Section 4 describes in more detail the CT frame-
work [36, 35], and presents our approach for merging taxonomies
within CT. Section 5 presents an initial implementation and
experimental results of our framework for the merging of two large
biological taxonomies as well as smaller examples highlighting in-
teresting features of our merge algorithm. Finally, Section 6 sum-
marizes the findings presented here and describes future work re-
lated to taxonomic merge operations.

2. RELATED WORK
The merge approach described in this paper is based on the C-

T framework [36, 35], in which a taxonomy T = (N,!N ,Φ)
is denoted by a set of taxa, or names, N (i.e., a set of concepts
or names1); a partial ordering relation on those taxa !N , denoting
an “isa” relation; and a set of additional taxonomic constraints Φ.
Each taxon is thought to be a set of instances (although the com-
plete extent of a taxon is typically not known). Each “isa” relation
between taxa translates to an implication; if A “isa” B, then all
things that are in A are also in B, i.e., A ⊆ B, or in predicate logic

∀x : A(x)→ B(x).

The additional taxonomic constraints Φ describe other set-based
relationships between taxa, e.g., stating that two given taxa are dis-
joint (share no instances), i.e.¬∃x : A(x)∧B(x). An articulation be-
tween taxa in different taxonomies is also a set-based relationship.
For instance, an articulation may state that two taxa are equivalent:
∀x : A(x) ↔ B(x), or that one taxon is properly contained within
another: ∀x : (A(x)→ B(x))∧∃y : B(y)∧¬A(y). Equivalence, dis-
jointness and proper inclusion are three of the five RCC-5 relations,
see Section 4.3 for details.

A merge operation in our approach takes as input a pair of tax-
onomies T1, T2 and a set of articulations between them A12, and
outputs a new taxonomy T3. In CT, taxonomies, articula-
tions, and additional taxonomic constraints are represented in first-
order logic and reasoning over these is performed via a first-order
reasoner (e.g., [38, 31]). This reasoning may discover inconsisten-
cies in the articulations, or may discover additional articulations.
Given a consistent alignment, a merge is then performed by com-
bining equivalent taxa, and creating a new taxonomy based on the
given and inferred articulations. The primary contributions are a
characterization and algorithm for the merge in this setting, and the
manner in which taxa are combined.
1Our taxon names are typically quantified with an authority, so we
use the terms (qualified, constrained) name and concept, synony-
mously.

Taxonomies may be seen as simplified ontologies. There has
been a considerable amount of work on merging ontologies. Much
of this work has focused on using instances [33], or lexical informa-
tion in the names and definitions of classes [21, 17] to automatically
generate articulations between concepts in separate ontologies. The
ontologies are then merged together based on these articulations.
The use of instances and lexical information in these systems dif-
fers from the work described here, which focuses specifically on
the structure of the taxonomies being merged (i.e., the concepts, or
taxa, and their relationships). Of the many tools and approaches
for ontology merging, the OntoMerge [8], Chimæra [25, 24], and
iPrompt [26] systems are most similar to CT.

In OntoMerge, the merge of two ontologies is the union of the
axioms defining the ontologies and the articulations between them.
The approach employed by OntoMerge is meant to assist in the
translation of data represented using terms from one ontology into
data that can be represented using another ontology. In addition to
data translation, OntoMerge is meant to support query answering
between ontologies, so that queries stated using terms of one ontol-
ogy may be rewritten into queries over other ontologies. In both of
these scenarios, the merge must maintain connections to the source
ontologies. Unlike CT, which uses relations drawn from the
RCC-5 algebra, articulations in OntoMerge are represented using
an enriched full first-order logic (WebPDDL). Whereas the current
implementation of CT uses monadic first-order logic, which
is decidable, OntoMerge uses a first-order reasoner called Onto-
Engine that performs forward and backward chaining to provide
data transformations between ontologies. The result of merging
ontologies in OntoMerge is represented as a set of first-order logic
formulas, whereas in our approach we always construct a new “uni-
fied” taxonomy T having the structure defined above. This taxon-
omy can further be simplified in our approach, resulting in taxo-
nomic merges that are often more intuitive and easier to understand
for end users (see Section 1).

The Chimæra and iPrompt systems differ from OntoMerge in
that their goal is primarily to create a new ontology from the source
ontologies. Chimæra and iPrompt’s merges often involve fusing
identical terms in the source ontologies into a new term, and de-
termining the subsumption and disjointness relations between the
classes in the separate ontologies. Unlike both CT and On-
toMerge, these systems are interactive, giving users hints about
how concepts in the separate ontologies may relate. Whereas C-
Trestricts articulations to relations covered by the RCC-5 alge-
bra, Chimæra and Prompt use frame-based and description-logic
based representation languages. Finally, unlike OntoMerge and
CT, Chimæra and iPrompt do not maintain the relationships
between source concepts and those in a merged ontology within
the merge (although iPrompt does maintain a separate file map-
ping sources to the merged ontology). Maintaining these source
relations is critical for applying merged taxonomies, e.g., for data
discovery and integration.

3. DESIDERATA
Below we describe a number of desirable features that we be-

lieve systems for creating, using, and managing taxonomy merges
should have, and briefly describe how they are supported by our
approach. These desiderata come primarily from the settings in
which we wish to apply CT, as well as those from more gen-
eral settings such as ontology merging, as described in the previous
section.

A goal of CT is to effectively represent large biological
taxonomies (such as classifying organisms via species taxonomies
or their evolutionary history via phylogenetic trees), and to pro-
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Figure 1: Given the alignment in (a), the merge in (b) vio-
lates all the described desiderata, except for D5 (Closure). The
merge in (c) shows a violation of D5.

vide efficient reasoning services over them. In the case of species
taxonomies, one or more domain experts often specifies articula-
tions among taxonomies by hand, resulting in potentially tens of
thousands of articulations between any given pair of taxonomies.
This situation is compounded by the large number of taxonomies
that exist, often having overlapping and competing taxon defini-
tions. Thus, it is crucial for articulation providers to have tools that
allow them to easily express articulations, and to understand their
ramifications. Further, systems that manage taxonomies and artic-
ulations, or that use merged taxonomies to discover, translate, or
integrate data also introduce a number of requirements.

In the following, we assume two taxonomies T1 and T2, and a
set A12 of articulations between them. As described in Section 2,
taxonomies and articulations in CT are formalized as sets of
first-order formulas. For the taxonomies and articulations defined
above, we denote the union of their respective first-order formulas
as:

Φ12 = ΦT1 ∪ ΦT2 ∪ ΦA12 .

We denote the taxonomy T3 resulting from the the merge of T1 and
T2 as:

T3 = T1 ⊕A12 T2.

3.1 Desiderata of Merge Results
The following desiderata focus on desirable features of the out-

put (merge result) of a merge operation.

(D1) Conservative. The result of a merge should preserve all con-
sequences of the union of the source taxonomies and articulations.
Formally, if Φ12 |= ϕ, then T3 |= ϕ. When this is true, we can
say the merge result is conservative: what was true before is still
true—consequences are preserved. For example, the merge of the
alignment in Figure 1(a) shown in Figure 1(b) violates this desider-
ata because the disjointness between taxa 2 and 3 is not maintained.
One ramification of this desiderata is that it places restrictions on
merge operations that attempt to simplify the representation of the
merge result (i.e., it should still be possible to obtain all conse-
quences of the alignment via the simplified version of the result).

(D2) Sound. The result of a merge should not introduce conse-
quences that do not follow from the alignment. We consider two
different notions of soundness: soundness and soundness under re-
naming. In soundness, all inferences that follow from the merge
result should also be true of the alignment: if T3 |= ϕ then Φ12 |= ϕ.
Soundness is violated if the merge result includes new taxa that did
not appear in either of the source taxonomies; e.g., if the merge re-
sult includes new taxa representing the fusion of equivalent source

[A,1]

[C,2] [B,3]

A

B C

1

2 3

!

!

! [A,1]

[C,2] [B,3]

A

B

C

!

!

!

(a) (b) (c)

T1 T2 M M.T1

Figure 2: Projecting taxonomy 1 from the merge.

taxa. On the other hand, soundness under renaming is not violated
by taxa that have been introduced during the merge if these taxa are
equivalent to taxa in the original taxonomies. For example, if the
relation N " M′ (i.e., N is a proper superset of M′) is in the merge,
where N is a taxon in one taxonomy and M′ is a taxon created dur-
ing the merge, strict soundness will always be violated (because
M′ is not mentioned in either T1, T2, or A12). However, if M ≡ M′
where M is in one of the taxonomies, and N " M is a relation in the
original alignment, then soundness under renaming is not violated.
Figure 1(b) violates both soundness and soundness under renaming
because it introduces disjointness between taxa C and 2 and this
disjointness does not follow from the alignment in Figure 1(a).

(D3) Source Maintaining. Many of the use cases for a taxonomic
merge operator require a connection between the merged taxonomy
and the source taxonomies. This type of connection is required,
e.g., to translate data sets from one taxonomy to another. It is also
required to query one taxonomy using terms from a second. In both
of these cases, without the connection between the merged taxon-
omy and the sources, there would be no way to determine how the
terms in the source taxonomies relate to those in the merged tax-
onomy. Approaches such as OntoMerge [8] contain these types of
connections because the merged ontologies are precisely the for-
mulas derived from the source ontologies and articulations. Al-
ternatively, in approaches such as iPrompt [26], these connections
are maintained in a more indirect way, e.g., by recording the de-
cisions made during the creation of the merge result, or in a sep-
arate mapping file. However, the connections between source tax-
onomies and the merge result that are maintained using iPrompt’s
provenance-based mechanism are difficult to exploit in data trans-
lation tasks.

To help leverage the applicability of a source-maintaining merge
result, we introduce the “source projection” of a merged taxon-
omy. Given a merged taxonomy T3 derived from taxonomies T1
and T2 and articulations A12, the source projection (or simply pro-
jection) of the merge result provides linkages to the source tax-
onomies. For example, Figure 2(b) shows a merge of the alignment
in Figure 2(a). The projection of T1 from M in Figure 2(c), denoted
M.T1, shows how the taxa in M relate to the taxa in T1. Note that
projection does not recreate the entire source taxonomy. It simply
provides linkages from the merge to its sources. Figure 3 shows
how the projection might be used in a merge. Figure 3(a) shows
three taxonomies and two sets of articulations. After merging T1
and T2, the resulting taxonomy might look like M12 in Figure 3(b).
When the merge of M12 is attempted, the articulations in A23 can-
not apply because of the renamed nodes in M12, and there is no
known set of articulations between M12 and T3. To resolve this
mismatch between the taxa in M12 and those referenced in A23, T2
is projected from M12 in Figure 3(c), and this projection provides
connection points for the A23 articulations. More concisely,

M123 = ((T1 ⊕A12 T2).T2) ⊕A23 T3
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Figure 3: Using the projection.

The merge in Figure 1(b) violates the source maintaining desider-
ata because there is no connection between taxon [A,1] in the merge
and either taxon A or 1. In other words, M.T1 cannot be calculated.

3.2 Desiderata of Merge Operations
The following desiderata focus on desirable properties of the

merge operation itself.

(D4) Closed. The result of a merge operator should be output as a
taxonomy. If the output of the merge operation is itself a taxonomy,
all of the operations that apply to taxonomies may also be automat-
ically applied to the merge result. These operations include check-
ing the merge result for consistency, displaying the result visually,
determining the minimal set of axioms to describe the merge result,
and potentially merging the result with additional taxonomies. The
set of logic axioms in Figure 1(c), though it may represent a merge
result that satisfies all other desiderata is not a taxonomy accord-
ing to our definition of a taxonomy; it has neither a specified set of
taxon names N, nor a specified partial order !N .

(D5) Associative and Commutative. Given a sequence of (e.g.,
binary) merge operations, the order in which the operations are ex-
ecuted should not matter: (T1⊕A12 T2) ⊕A23 T3 = T1⊕A12 (T2⊕A23 T3).
Besides being more intuitive for users, this desiderata is also impor-
tant for optimization within systems for managing taxonomies. For
example, if T2 and T3 have been merged in the past, and the result is
easily retrievable, it would be beneficial to be able use that cached
result when determining (T1 ⊕A12 T2) ⊕A23 T3. The merge result in
Figure 1(b) loses associativity in a merge like (T1 ⊕A12 T2) ⊕A23 T3
because taxon 1 in T2 no longer exists in the merge result; it is
replaced by taxon [A,1]. This replacement of taxon names means
the articulations in A23 involving taxon 1 from T2 will not apply
to the merged taxonomy resulting from T1 ⊕A12 T2, and so will
not be reflected in the subsequent merge with T3. Similarly, given
two taxonomies, the order in which they are provided in a merge
operation should not matter, i.e., commutativity should also hold:
T1 ⊕A12 T2 = T2 ⊕A21 T1. Finally, it is also desirable for a taxonomy
merged with itself to result in the original taxonomy, i.e., idempo-
tence should also hold: T1 ⊕A11 T1 = T1.

(D6) Minimal. A taxonomy free of redundant information is of-
ten easier to use and understand. For example, in the alignment in
Figure 4(a) could be merged as in Figure 4(b), however this merge
contains a great deal of redundant information. Combining equiv-
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B C
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2 3
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!

!

(a)

A

B C

1

2 3

!

!

!

(b)

[A,1]

[B,3] [C,2]

(c)

Figure 4: Merging with and without fusing equivalent taxa.

alent nodes, as in Figure 4(c) eliminates the redundant information
and creates a merge that is easier to understand.

(D7) Scalable. As described above, merge operations should be
able to scale-up to large taxonomies, containing many articulations,
while preferably providing reasonable response-time, e.g., for ar-
ticulation providers so they can quickly see merge results, for sys-
tems managing taxonomies, and for systems performing taxonomy-
based data discovery, translation, and integration services.

In the following section, we describe the CT framework
in more detail, and present our CT merge algorithm which
satisfies each of the above desiderata.

4. TAXONOMY MERGING IN CLEANTAX
This section begins with a description of the representations used

to describe taxonomies and articulations in the CT frame-
work [36, 35]. It then describes the taxonomic merge operation
used within CT.

4.1 Taxa
A taxon (plural, taxa) represents a name, concept, or class. Each

taxon in CT is represented as a tuple (S ,C), where S rep-
resents a unique identifier for the source taxonomy in which the
taxon appears, and C represents the name of the taxon. We of-
ten refer to taxon names as unary objects. Following the example
of XML elements and their namespaces, these unary taxon names
may be constructed by prepending the taxon name with the unique
name of the source taxonomy.

4.2 Taxonomies
Taxonomies have traditionally been defined as a partial ordering

of taxa where the ordering relation denotes “inclusion” [5]. We
start with that definition here, and then show how it needs some
embellishment.

ISA-Hierarchies. Let a, b, · · · ∈ N be a set of taxa and !N a partial
order on N (i.e., ! is reflexive, transitive, and antisymmetric). We
interpret b ! a as ∀x.b(x) → a(x) or equivalently as b ⊆ a and call
H = (N,!N) an isa-hierarchy.2

Formally, we can view a hierarchy H = (N,!N) as a set of first-
order (FO) logic formulas:

ΦH = {∀x.b(x)→ a(x) | a, b ∈ N and b !N a}.
2If the partial order is strict, i.e., b ! a implies a ! b, then we write
H = (N,≺N) and call H a containment hierarchy. When viewed as
sets, we thus have b ! a. In this sense, containment hierarchies are
special isa-hierarchies.
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Note that the signature of H consists only of unary predicate sym-
bols (the taxon names in N), i.e., σH = N. As shown, H is formal-
ized in monadic first-order logic (MFO).

Note that this definition allows multiple inheritance. For exam-
ple, consider N = {a, b, c, d} and !N= {ba, ca, db, dc}.3 This is a
well-formed hierarchy in the above sense, where, e.g., instances of
d are instances of both b and c.

Covering Relation. Taxonomies are often specified using the tran-
sitive reduction of the partial order !N , rather than the partial order
itself. For example, rather than giving the complete partial order
!N= {aa, bb, cc, dd, ba, ca, db, dc, da}, in CT the transitive
reduction of the relation is given {ba, ca, db, dc}.

Strictly speaking, this latter set is the covering relation

!N = {ba, ca, db, dc}

of !N . We write x ! y and say that x is covered by y, if x ≺ y and
there is no other z ∈ N with x ≺ z ≺ y. Since N is finite, for x ≺ y
there is a finite covering path x = x0 ! x1 ! · · · ! xn = y. Thus
the partial order !N determines, and is determined by the covering
relation !N .

Taxonomies. As described above, a taxonomy T = (N,!N ,Φ) con-
sists of a set of names N, a partial order (isa-hierarchy) !N , and a
set of constraints Φ over N. The latter contains for each c ! p in !N
a formula ∀x.c(x) → p(x). Note that axiomatizing ! instead of !N
in this way is sufficient, since logical implication P → Q is reflex-
ive, transitive and antisymetric. Φ may contain other constraints of
T as well. Typical constraints that might be in Φ include:
• non-emptiness: c ! ∅ (for some or all c ∈ N)
• sibling-disjointness: if c1 ! p and c2 ! p then c1 ∩ c2 = ∅
• parent coverage: p ⊆ c1 ∪ · · · ∪ cn (where all ci ! p)

When any of these constraints is applied to every applicable
taxon in a given taxonomy, we call the constraint a global taxo-
nomic constraint (GTC). These constraints are often implicitly as-
sumed in the context within which a taxonomy is presented, rather
than being explicitly stated in the definition of the taxonomy. One
of the primary benefits of the CT system is the ability to
explore the effects these constraints may have on reasoning and
merging across multiple taxonomies.

4.3 Articulations
CT uses the RCC-5 [29] topological algebra as the basis

for representing articulations. This algebra describes relationships
between sets, and supports the expression of incomplete knowledge
when stating articulations. Furthermore, the RCC-5 algebra has
been represented using first-order logic [29], propositional logic [3]
and description logic [37].

The RCC-5 algebra uses the same five basic relations (B5) as
several biological taxonomic alignments and taxonomic reasoning
systems [4, 19, 11]. Given any two non-empty sets N and M,
exactly one of the B5 relations holds (cf. Figure 5) between them:
(i) congruence (N ≡ M), (ii) proper inclusion (N ! M), (iii) proper
inverse inclusion (N " M), (iv) partial overlap (N ⊕ M), or (v)
exclusion (disjointness) (N ! M).

In general, the instances of N and M are not given, so disjunc-
tions of B5 are used to describe any (partial) knowledge about the
relation between N and M. The powerset R32 = 2B5 contains all 32
disjunctions obtainable from B5 relations. For example, an “isa”
relation N isa M captures the constraint N ⊆ M, i.e., either N is
properly contained in, or equal to M, which in turn corresponds to
a disjunction {≡,!} ∈ R32. The constraints in R32 form a lattice

3Strictly speaking this is not !N but its covering; see below.

with bottom element ⊥ = ∅, singleton relations (corresponding to
B5 relations) in layer-1, combinations of two disjuncts in layer-2,
three disjuncts in layer-3, etc., up to layer-5 with the (vacuously
true) top element 1 = {≡,!,",⊕, !}.

For any pair of taxa, N,M, many of the relations in R32 may hold.
For example, if N ≡ M is true, then so is N{≡,!}M. However,
there is a single distinguished relation in the R32 lattice that implies
all the relations that hold between any two taxa; the meet of the
R32 sublattice of true relations for those two taxa. We call this
the maximally informative relation mir. In general, we will only
discuss the mir relation between two taxa.

Articulations are converted into logic formulas (ΦA) in a straight-
forward way (e.g., see the rules given in [36]). Most of the relations
in R32 are bidirectional. However ! and " are not. We assume
here that the directional intent of ! and " are maintained when the
order of subscripts of A are reversed. In other words, if A12 con-
tains the articulation N1 ! N2, then A21 contains the articulation
N2 " N1. Similarly, if A12 contains the articulation N1{≡,!,⊕}N2
then A21 contains the articulation N2{≡," ⊕}N1. In this way, a set
of articulations can be inversed, e.g., allowing commutative merge
operations.

4.4 Taxonomies versus Ontologies
Taxonomies as defined here differ from standard description-

logic ontologies. Specifically, the taxa in our taxonomies have no
description logic style concept definitions like those often found in
ontologies. Furthermore, relations between taxa in our taxonomies
are restricted to set-theoretic relations, whereas roles between con-
cepts in taxonomies are considerably more flexible. The benefit of
these restrictions is the promise of greater computational tractabil-
ity. While reasoning in ontologies that conform to traditional
description logics, such as those underlying OWL-DL, have an
NEXP-Time complexity when answering satisfiability questions,
[30] has shown that while reasoning with all relations in R32 is an
NP-complete problem, reasoning with several subsets of the R32
relations can be performed in polynomial time. Additionally, these
set-theoretic relations are convenient for specifying articulations
among taxonomies; and more expressive than the isa, equivalence,
and disjoint constraints used commonly in ontology-based merging
approaches.

4.5 Merging Taxonomies
The merge algorithm begins by using a reasoner to calculate the

deductive closure of the union

ΦM = ΦT1 ∪ ΦT2 ∪ ΦΛ12

of the logic axioms describing the source taxonomies and the ar-
ticulations. This type of merge is much like that described in the
OntoMerge system [8], whose merge result is represented by the
set of logic statements rather than as a new taxonomy (i.e., violat-
ing the closure requirement of Section 3).

In CT, we construct a taxonomic merge by coercing ΦM
into the signature for a taxonomy T = (N,!N ,Φ). This step consists
of determining the taxa involved in the merged taxonomy, deriving
the transitive reduction of the partial order describing the relation-
ships between those nodes, and deriving the additional taxonomic
constraints.

We determine N,!, and Φ initially as follows. N is simply the
set of taxa that appear in the initial taxonomies. The transitive re-
duction ! is determined by constructing a graph of the taxa in N
where each taxon is a node, and there is a directed edge between
any two taxa N1 and N2 when the R32 relation ! or {≡,!} can be
deduced from the deductive closure. Once this graph has been con-
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Figure 5: B5 – the five basic relations N ≡ M, N ! M,N " M, N ⊕ M, N ! M between two sets N, M

structed, the transitive reduction may be determined using a stan-
dard transitive reduction algorithm [1]. Finally, Φ is simply the
union ΦT1 ∪ ΦT2 ∪ ΦΛ12 .

Once this initial taxonomy is formed, the final merge is created
by merging taxa found to be equivalent, due to provided or inferred
articulations.

We define an equivalence relation on N such that:

a ∼ b if Φ |= ∀x.a(x)↔ b(x),

where the equivalence class of a ∈ N is [a] = {x ∈ N | x ∼ a}. We
say that taxonomy T has synonyms if for some a, b ∈ N with a ! b
we have that a ∼ b; otherwise T is called synonym-free. Using
this definition we can construct a unique, synonym-free version of
the initial merge result. We call this simplified version a quotient
taxonomy T/∼ such that:

N/∼ = {[a] | a ∈ N},
!/∼ = {([a], [b]) | [a] ! [b] if a ! b},
Φ/∼ = {[ϕ] | ϕ ∈ Φ}.

Here for every FO formula ϕ, we define its quotient [ϕ] to be the
formula where each atom a(x) has been replaced by the atom [a](x).

We briefly describe how the above merge algorithm satisfies the
desiderata of Section 3. First, based on the deductive closure,
the results produced by the merge operation are conservative and
sound under renaming. Namely, all consequences of the union of
the source taxonomies and articulations are preserved, and no new
information has been added to the merge result that could not be
derived from the original taxonomies and articulations, where each
taxon in N/∼ is equivalent to at least one source taxon. Merge re-
sults are also source maintaining. In a quotient taxonomy, each
taxon [a] = {x1, x2, . . . } for a ∈ N/∼ implicitly carries its linkages
to corresponding source taxa, where the source projection opera-
tion simply selects the desired source taxa of [a]. For instance,
for the [A,1] taxon in Figure 4(c), N = [T1.A, T2.1] such that the
source projection M.T1 is {(M.A1, T1.A), (M.B3, T1.B), (M.C2,
T1.C)}. This projection can then be either rendered into a set
of first-order axioms, or can be used to rewrite a set of articula-
tions. In the former case, each pair in the projection (m, n) would
add an axiom ∀x.m(x) ↔ n(x) to Φ. In this case we can define
(T1 ⊕A12 T2).T2 = (NM ∪ NT2 ,!TM ,ΦM ∪ ΦM.T2 ). In the latter case,
each taxon in the set of articulations matching the second element
of a pair in the projection will be replaced with the name of the first
element of that pair.

Furthermore, the merge operation itself is closed since it results
in a taxonomy T as defined above. The merge is also commuta-
tive since it is possible to invert a set of articulations, and similarly
associative under source projection. For quotient taxonomies, the
merge operation is idempotent. That is, given two identical quotient
taxonomies the same quotient taxonomy is returned.4 Quotient tax-
onomies can be considered minimal views being synonym-free and

4Note that it is also straightforward to convert source taxonomies
into corresponding quotient taxonomies.

consisting of the transitive reduction. And finally, as we describe
further in the following section, the merge operation can scale-up
to large taxonomies, in part due to CT’s use of RCC con-
straints.

5. EXPERIMENTS AND DISCUSSION
We have implemented the merge algorithm above within the

CT system and have tested our approach using a data set
of nine aligned taxonomies for the plant genus Ranunculus [28].
The experiments described below used the two largest taxonomies,
one covering 218 taxa and the other covering 142 taxa, and 206
articulations between them created by a domain expert. Each tax-
onomy is three levels deep covering the genus, species, and variety
biological ranks.

The first step in creating the merge is translating the taxonomies
and articulations into monadic first-order logic and determining all
the relationships implied by the resulting axioms. As described
in earlier work [35], this step is currently expensive, taking ap-
proximately 8 hours (using Prover9 [38]) to determine the relations
between each pair of taxa in the two described taxonomies. We ex-
pect future optimizations to reduce this time significantly (e.g., see
[36, 35]). Once these calculations have been made, the merge is
computed very quickly. The limiting factor of the algorithm is the
calculation of the transitive reduction, for which we used the tred
filter that comes with the graphviz software package 5. Tred uses
a depth-first search algorithm of complexity O(V ∗ E) [1, 13]. In
the current context, V is the number of taxa and E is the number
of articulations describing inclusion (either N ! M, or N{≡,!}M)
maximally informed relations (mir). The other steps of the algo-
rithm are O(E) where E is the number of mir articulations. On
average (after 5 runs with little variance between them) merging
the two taxonomies described above took 84 milliseconds, 62% of
which was spent determining the transitive reduction.

A primary advantage of the CT framework is the ability
to apply a variety of taxonomic constraints when reasoning and
merging across taxonomies. As mentioned in Section 4, these con-
straints are often unstated when taxonomies are presented, and the
application of different constraints can lead to different results in
reasoning and merging tasks. Unfortunately, most of the traditional
taxonomic constraints we applied to the taxonomies described
above resulted in a logically inconsistent alignment. The only con-
straint that was successfully applied was the non-emptiness con-
straint, which led to few interesting new articulations. To get a
better sense for the impact of these taxonomic constraints, we di-
vided the taxonomies into sub-taxonomies, each involving a species
in one taxonomy and all the below-genus taxa connected to it in
both taxonomies. Of the 81 sub-taxonomies thus created, 75 were
consistent under all three of the global taxonomic constraints: non-
emptiness, sibling-disjointness, and parent coverage. Calculating
the merge for these smaller sub-taxonomies, which contained on
average 8 taxa each, took on average 18 milliseconds, 99% of
which was spent determining the transitive reduction.
5http://www.research.att.com/sw/tools/graphviz/
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Figure 7: Constraints placed on taxonomies before the merge
may not apply to the result of the merge.

Figure 6 shows the impact of the constraints on the merge of
one of these sub-taxonomies. The two sub-taxonomies for the
species Ranunculus hispidis and their articulations are shown in
Figure 6(a). When no additional assumptions are made, the merge
results in Figure 6(b). It is important to recognize that in Fig-
ure 6(b), the lack of an edge between two taxa represents the situa-
tion where either a transitive edge has been removed in the transi-
tive reduction or nothing is known about the relationship between
the taxa. Thus, in Figure 6(b) the relationship between taxa [C] and
[E] is completely unknown. Applying the non-emptiness constraint
to all the taxa in the taxonomies results in the additional knowledge
that taxa [C] and [E] are not disjoint.

Figure 6(c) represents the merge when the sibling-disjointness,
coverage and non-emptiness constraints are assumed. In this
merge, the taxon labeled [E] becomes a child of [C]. For clarity,
the many disjointness relations between taxa in Figure 6(c) are not
shown: the taxa [F], [G], [H], and [I] are mutually disjoint, the taxa
[B,K], [C], and [D,J] are mutually disjoint, and each child of [E] is
disjoint from [B,K] and [D,J].

It is important to note that when GTCs are applied to the tax-
onomies being merged, they are not automatically applied to the
result of the merge. For example, in Figure 7, although the two

taxonomies shown in (a) both exhibit the sibling disjointness con-
straint, the resulting merge in (b) does not; nothing is known about
the relationship between taxa C and 2, for instance. Applying the
sibling-disjointness constraint to the merged result would be adding
additional information, violating the soundness desideratum. If the
articulation provider expects taxa C and 2 to be disjoint, this artic-
ulation must be added to the alignment in Figure 7(a).

6. CONCLUSIONS
We have presented a formal approach for merging taxonomies

within the CT system. This work is motivated by current
problems in managing, integrating, and exploiting large biologi-
cal classifications including species taxonomies. As such, we have
also identified a number of requirements related to merging tax-
onomies, and have described how our proposed merge approach
satisfies them. We have also presented initial experimental results
of an implementation of our merge approach, using a number of
real-world species taxonomies and articulations created by a do-
main expert. Our findings suggest that the merge approach is well
suited for handling large taxonomies and complex sets of articula-
tions.

Comparing the merge component of CT to systems de-
scribed earlier, notably OntoMerge, iPrompt and Chimæra is not
straightforward. For example, OntoMerge does not have an ex-
plicit merge phase to compare with the CT merge. iPrompt
and Chimæra are interactive systems in which users merge ontolo-
gies by iteratively creating articulations and performing the merge,
whereas the CT merge assumes a set of articulations has
been provided and performs the merge in one step. In all cases,
the languages used for representing articulations differ. However,
some comparison of the CT merge with that of these other
systems is necessary, and part of our future work will involve de-
termining a reasonable means for making this comparison.

In addition, we plan to develop optimization strategies for the
CT framework (as discussed in Section 5); apply the C-
T framework and merge approach to enable data translation,
query rewriting, and search-result ranking; and finally to support
the resolution of alignment inconsistencies and to reduce uncer-
tainty within taxonomies and taxonomic alignments.
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